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Keywords Abstract

Adaptation; configuration mod-  In this paper, we discuss task of adaptation of software systems (PCs) and complexes (PCs) on the basis of
eling; conceptual modeling; sys-  the configuration modeling (MCM) method is considered. The article describes designated purpose of
tem modeling; software system; ~ MCM in the field of SSs development, describes background and justification for the development of adap-
configuration. tive SSs, and many of the advantages of creating configurable SSs. The main attention is paid to the analysis

and research of the software engineering and implementation of adaptive SSs using the configuration
mechanism as a mean of adapting SSs to the problem of interest. The potential for using configuration
modeling in this area is determined. The meaning of the concepts «configurator», «configuration» and
«reconfiguration» in the context of the description of MCM implementation of adaptive SSs creation is
considered. The article gives a real example of an adaptive SS describing MCMs application in the process
of software engineering. A conceptual model of such a SS is described, and its interpretation is implement-
ed in the form of a modular complex data processing system (CDPS). The example of the CDPS shows the
structural scheme of the conceptual model of the data handling process, decomposes the CDPS into the
basic modules, including the built-in configuration module. Special attention to a detailed description of
the problem of interest and the functionality of each module is paid, as well as to the description of the
relationships between them. On the basis of the CDPS, the solution of the problem of adapting PSs with the
elements of dynamic configuration based on the input data is realized. The example of the CDPS describes
user-accessible operating modes of the SS corresponding to various system configurations determined
according to the tasks to be solved. The article makes it possible to obtain an abstract presentation on the
methods and principles for the creation of adaptive SS. Moreover, a concrete understanding of the imple-
mentation of adaptation by using the configuration management mechanism is covered. Additionally, the
article highlights direct benefits and potential profit from using of configurator in software engineering.
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KOHQUTYpaLMOHHOT0 MO/IeINPOBaHUA B JaHHOU cdepe. PaccMaTprBaeTcsl CMbIC/ OHATUH «KOHUTY-
paTop», <KKOHPUTYpUpPOBaHUE» U «PEKOHPUTYPUPOBAHHE» B KOHTEKCTE onucaHus npuMeHeHuss MKM k
co3aanuio agantuBHbIX [1C. B cTaThe npuBogUTCS peasbHbIM puMep afanTuBHo [1C c onvcaHueM npu-
MeHeHUss MKM B npouecce eé npoekTupoBaHus. OnucbiBaeTcs KOHLeNTyalbHas Mojeb Takod [IC u
OCyLIecTBJIsIeTC €€ HHTeprpeTanus B popMe MOJYIbHON KOMIJIEKCHOW CUCTEMbI 06paboTKH JaHHBIX
(KCOZJ). Ha npumepe KCO/l mpuBOAUTCA U paccCMaTPUBAETCSl CTPYKTYPHAs cxeMa KOHLeNTYyaJlbHOU Mo-
JleJIv polecca 06paboTKU JaHHBIX, pejcTaBiseTcs AekoMmno3sunus KCO/| Ha 6a30Bble MOJY/IH, BKJIIO-
4asi BCTPOEHHbIH MoAy/b-KOHPUrypaTop. OTAesbHOEe BHUMaHUeE YZessieTcss NOoJPOGHOMY ONMCAHUIO
peliaeMbIX 3aZjad U GpYHKIHMOHAJbHBIX BO3MOMXHOCTEH KaX/I0ro OTJEeJbHO B3ATOr0 MOAYJs, a TaKkKe
ONMCaHUIO B3auMocBs3el Mexay HUMU. Ha ocHoBe KCO/] peanusyeTcs pelieHue 3afa4du agantayuu [1C
C 3J71eMeHTaMH JJMHAaMUYeCKOT0 KOHQUTIYPUPOBaHUS 110 BXOAHBIM JJaHHBIM. B mporecce paccMoTpeHus
npuMeHeHuss MKM nHa npumepe KCO/] npuBOAUTCA ONMCaHHWe HECKOJbKUX JJOCTYNHBIX [10Jb30BATEJI0
pexxuMoB pa6oTsl [I1C, COOTBETCTBYIOIIUX PAa3/IUYHBIM KOHQUIYpALUMAM CHCTEMBI, ONpe/ie/isieMbIX CO-
[JIAaCHO pellaeMbIM 3a/ia4aM. CTaTbs M0O3BOJISIET MOJYYUTh Kak aGCTPAKTHOe NpeJCTaBJeH e 110 MeTOo-
JIMKaM ¥ IPUHIUIIAM co3/jaHus afanTUuBHbIX [1C, TaKk U KOHKpeTHOe TIOHUMaHue 0CO6eHHOCTEH peanunsa-
LMY aJlalTallly MyTEM UCI0/1b30BaHUsA BcTpoeHHOro B [IC MexaHM3Ma yrpaBJyieHUs] KOHQUTYPaLUSMU.
JloNOJIHUTE/IBHO, B CTaThe Bbl/IeJISIeTCs HENOCPeICTBEHHAs 110/1b3a U IOTeHLHaJIbHasi IPUOBLIb OT BHe-

JpeHust KoHGUrypaTopa npu npoektuposanuu I1C.

Introduction

Modern large software systems (P-systems) are developed and main-
tained in conditions of constantly evolving requirements. Changes in
existing P-systems are associated with additional costs, increasing
with the passage of time. It is the desire to reduce the volume of such
changes which was the main reason for creating adaptive software
(AS) systems. AS-systems should have the property of purposeful de-
velopment under the influence of external conditions. At the same
time, the goal of the AS system should be achieved, despite the chang-
es. To ensure compliance with these requirements, the most rational
is the modular architecture of the AS system [1]. It makes it possible
to easily exchange data with the serviced system [2]. Adaptation acts
as an object management tool in the absence of its exact model. Adap-
tation acts as an object management tool in the absence of its exact
model. Adaptation can be implemented through the use of paramet-
ric, organizational, structural methods, as well as evolutionary algo-
rithms [3,4]. To solve the problem of adapting the software system
the authors of this paper use the method of configuration modeling
[5]. The configuration is a qualitative characteristic of the structure
that determines its spatial, logical, temporal, and also combined -
complex - organization of the P-system. From the conceptual point of
view, a configuration is a structure of structures or a meta-structure.
Configuration modeling, as a method of adapting modular P-systems,
makes it possible to significantly expand their functionality and re-
duce additional resources in the development of software products.
The P-system can be defined as configurable if it can be configured
without programming additional functions and / or without chang-
ing the source code of the program. The presence of configuration
mechanisms in the AS-system provides flexibility in the use of soft-
ware within the scope of the tasks and the existing environment. It
should be noted that the configuration method was initially used to
form configurations of computing systems, complexes and networks
[4]. However, it can be relatively easily used also for P-systems. It
should be noted that the ability to configure software products has
existed for a long time. However, the creation of P-systems, the struc-
ture of which was initially based on broad possibilities for adaptation
in the presence of certain goals, was used relatively recently.
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1. The objective of the work

The objective of the work is to consider the features of the configura-
tion modeling method applied to flexible software systems, the use of
this method as a tool for adapting such P-systems to user-specific
tasks, as well as demonstrating the applicability of the configuration
mechanism by creating an author’s P-system.

The article includes: an analysis of the relevance of the issue of creat-
ing a demonstrated P-system; description of adaptation of P-systems
based on configuration modeling; a conceptual model of the adaptive
P-system; implementation of the AS-system using the example of an
integrated data processing system (IDPS).

2. The urgency of developing adaptive software systems
Modern P-systems are widely used in almost all spheres of society.
The needs of users are constantly growing. The functionality that the
P-system performed yesterday may now be insufficient or not rele-
vant. Thus, there is a need to update the already commissioned P-sys-
tem. It should be emphasized that the volumes of the source codes of
modern P-systems reach the sizes at which when summing the entire
program code of the average P-system in one file, it can not be sup-
ported. Eventually, this situation leads to an increase in the complex-
ity of the distribution of the functional of the P-system in accordance
with the needs of users [6].

3. The method of configuration modeling and the problem of
adaptation of P-systems

To solve the task in this paper, the method of structural adaptation is
used. The P-system is implemented on the basis of a modular ap-
proach. For adaptation the configuration modeling method [1] is
used. To concretize, as an example, two adaptation tasks are defined.
The first is the task of updating an existing active P-system. The sec-
ond is the problem of decomposition of the active functional of the
P-system in accordance with the needs of the user. Adaptation is
achieved through the execution of the configuration mechanism [7].
The configuration mechanism is to reform the structure of the P-sys-
tem by changing the current set of its modules and their interrela-
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tionships. The configuration management of the P-system is provided
through a separate software module - the configurator. The configura-
tor (K) is a component of the P-system, the purpose of which is the
purposeful configuration and reconfiguration of the main part of the
P-system. It is assumed that the P-system can be in different states
and has several different operating modes. The mode of operation is
understood as the cumulative cross-section of the current parameters
of the P-system that determine its state, as well as sets of tasks that
the system solves while in any mode.

In the role of the configurator (we denote it by the symbol K) there
can be an external program with respect to the P-system, operating
in the same environment as the configurable one. However, it should
be taken into account that the presence of the K configurator as a
separate component from the P-system of the software component,
poses the challenge of creating a control channel that would provide
lossless transfer of control information from the configurator K to
the configurable P-system, as well as information (demand) from
the P-system to the K configurator, see Figure 1. Using the modular
architecture of the P-system in combination with the K configurator
allows performing partial updates of the P-system within a limited
number of modules, without affecting other parts of the system. This
solves the above problem of adapting the P-system for updating its
active copy [1].

Configurable

software
Input data system Qutput data
stream stream

Fig. 1. Schematic diagram of the PS configuration
management control

Puc. 1. Cxema I1C ynpaBiieHUs1 KOHUTYpaLUAMU

The task of decomposition of the P-system functional in accordance
with the user’s needs is solved through the use of configurable modes
of its operation. In other words, using the configurator K, we can
change the current configuration of the modules according to the us-
er’s needs at a given time or, for security reasons, limiting the user-ac-
cessible area of the system functionality to the dedicated set of mod-
ules. Under changing requirements for the system, the merits of using
this approach are:

- no need to make improvements to an existing system, which can
lead to an increase in the cost of the project and the timing of its im-
plementation;

- the possibility of making changes to the functionality of an existing
system by highlighting the modes of its operation, determined by the
structure and composition of the interacting modules without modi-
fying the modules themselves;3

- no need to create a system from scratch to meet new requirements.
As an example of the practical implementation of the adaptation task
through configuration modeling, let us consider an integrated data
processing system.
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4. Integrated data processing system

Integrated data processing system with the provision of a calculation
mechanism consists of two subsystems: client file processing (KO)
and server processing of files with a computational mechanism (CO).
The advantage of creating and using a configurable IDPS is deter-
mined by the fact that it has a number of properties, among which we
distinguish the following:

- the possibility of step-by-step commissioning of a separate function-
al that implements a certain range of automation tasks for business
processes;

- automation of a long process of data calculation;

- reduction of the probability of human errors in the calculation;

- saving resources by designing a rational system configuration.

The structural scheme of the data processing process is shown in Fig-
ure 2.

5. Structural diagram of the conceptual model of the data
processing system

The conceptual model of the system in the narrow sense is the collec-
tion of components of the system and their interactions. The process of
data processing can be considered in two ways: as a process consisting
of several actions; a program as a set of components, where the compo-
nent is understood as the program module executing the processing of
data.

From the process approach point of view, data processing consists of
the following set of actions: data aggregation, data conversion, data
storage, data usage, generation of results of data use.

The process of data processing can be repeated until the end result
satisfies the user’s needs. In this case, each subsequent iteration of
the process will be applied to the result of using or converting data of
the previous one.

The component scheme of the data processing process is as follows:
DH=<D, A, C,S, U, R>, where

D is the set of data sources

A - data aggregator

C - set of data converters

S - database

U is the set of data users

R is the set of results of data usage

The final conceptual model of the data processing process is shown in
Figure 3.

6. Functions of the data processing system

The main goal of the system is to automate the calculation of data.
To achieve this goal, you must perform the following functions:

1. Data aggregation. The P-system should implement a mechanism for
collecting user data from several sources into one central one.

2. Data storage. The collected data of the P-system should be kept for
later use.

3. Uploading data. The P-system should have a mechanism for obtain-
ing the final set of collected data for performing subsequent analysis
and calculating new data.

4. Calculation of new data. The P-system must implement the re-
quired processing and calculation algorithm to obtain a new data set
in line with user requirements..

5. Saving the calculation results. The P-system should save the calcu-
lated results.
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Fig. 2. Structural scheme of the data processing
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Fig. 3. Structural diagram of the conceptual model of the data processing process
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The functional scheme of the P-system implementing the data pro-
cessing processes is shown in Figure 4.

Automation of
data processing

¢ v ¢

Data Calculation Uploading
Aggregation of new data data
Data Saving
storage calculation
results

Fig. 4. Functional diagram of the data processing system

Puc. 4. PyHK1MOHa/NIbHAsS cXeMa CUCTEMbI 06PaBGOTKH JJAHHBIX
7. Basic functional modules of the IDPS

The P-system consists of the following basic modules:
1) Data access module (service)

2) The data interface module (head)

3) The interface module for calculating data (head)

4) File Combining Module (working)

5) Data verification module (manager)

6) Data calculation module (working)

7) Data storage module (service)

8) The module for deleting the incorrect data (working)
Let’s consider in more detail each of the modules of the system and a
list of descriptions of the tasks they solve.

8. Functions of IDPS modules

8.1. Data Access Module

1.1. creating a file on the server;

1.2. transferring a file from the server to the computer;

1.3. deleting the server file;

1.4. reading from the server file;

1.5. adding data to an existing server file.

8.2. Data federations interface module

2.1. demonstration of the main data about the file being sent;

2.2. demonstration of the field for entering a new name of the server
file;

2.3. demonstration of the status of sending the file to the server;

2.4. demonstration of data about the region being deleted.

8.3. Calculation interface module

3.1. demonstration of the window for selecting two options for work-
ing with files;

3.2. demonstration of the field for selecting a server file and perform-
ing actions on it;

3.3. demonstration of the status of the settlement;

3.4. demonstration of the basic data for the calculation.

8.4. File Merge Module

4.1. merging of a local file of the first category with a server file of the
first category;

4.2. merging of a local file of the second category with a server file of
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the second category.

8.5. Data Validation Module

5.1. checking the filename;

5.2. checking file extension;

5.3. checking the data category in the file;

5.4. checking the existence of the file.

8.6. Data calculation module

6.1. calculation according to the data of the first category;
6.2. calculation of the second category;

6.3. creating a file with the results of the calculation.
8.7. Storage Module

7.1. file storage;

7.2. files transfer.

8.8. The module for deleting incorrect data

8.1. removing incorrect data from the server file;
8.2. deleting the server file.

9. Mechanism for configuring and reconfiguring of the soft-
ware system

To define the configuration mechanism, we define the categories of
users. By the category of users we mean a large, usually not strictly
outlined class, in its comparison with other similar classes [5]. In this
system, we distinguish three categories of users:

- a user who has access to create and modify server files;

- a user with access to the removal / unloading of information from
the server and making calculations;

- an administrator with full rights and access.

Depending on the user’s category, the P-system must provide him
with a number of possible operations, determined in a particular con-
figuration of the system. We denote the configuration variants by the
symbols W1, W2, W3 (Figure 5). For users of the first category (config-
uration W1), a mechanism for configuring and reconfiguring of work
files is provided. For users of the second category (configuration ¥2),
a mechanism for configuring the calculated data is provided. For us-
ers of the third category (configuration ¥3), mechanisms for config-
uring and reconfiguring of work files are provided, as well as a mech-
anism for configuring the calculated data.

;’ Configuration ¥,

E ! Configuration ¥ ‘

i ¢ b DataAccess i'| Data Calculation
b 3 Module ! interface Module
E : Data fusion ;

1| interface module | ! !

¥ '| Datavaligation || DataCaiculation
i Module i Module

o Data fusion E

i module !

o ' The module for
E } ‘ Storage Module | deleting

1! ! H incorrect data
E : ’

Fig. 5. Schematic of variants of software system configurations oriented to different
categories of users
Puc. 5. CxeMa BapyuaHTOB KOHPUTypaL Ui NporpaMMHON CHCTEMBI,

OpPHUEHTHUPOBAHHBIX HA pa3JIMYHbI€ KATETOPHUU moJib30BaTeJiei
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1. Subsystem for client file processing (KO).

The KO subsystem includes the following modules:

1) data aggregation interface module;

2) data access module;

3) file merging module;

4) the data verification module;

5) data storage module.

The task of the subsystem is to allow the user to merge several files
with a strict data organization structure and send the resulting file
to the server. During the work, the files selected by the user for
downloading must undergo all necessary checks (the correctness
and category of the data contained in them, the file format, etc.). In
case of unsuccessful verification, the file should not be sent to the
server.

Thus, during the configuration and reconfiguration process, the user
can create and edit work files and then send them to the server.

In the KO subsystem, the single configuration mode W1 is implement-
ed, in this mode a user can get the access to the server files and com-
bine them with local ones.

Data Validation DataAccess | | Storage
Module Module Module
Input data Data Fusion . Output
) Interface Data fusion N
Module mesuls

Fig. 6. Structural diagram of the configuration mode W1

Puc. 6. CTpykTypHas cxeMa pexxrMa paboTsl KoHburypanuu W1

2. Subsystem of server processing of files with a computational mech-
anism (CO).

The list of modules that are part of the CO subsystem:

1) data interface interface module;

2) data access module;

3) module for calculating the data;

4) data storage module;

5) data verification module;

6) module for deleting the incorrect data.

The subsystem CO provides the user with the ability to perform com-
plex mathematical calculations based on the data received from the
server file. Calculations can be performed for two possible categories
of data, so the subsystem provides a mechanism for selecting the nec-
essary chain of calculations, depending on the type of data from the
file received by the program.

Two modes of functioning of the W2 configuration are implemented
in the CO subsystem. The composition and interaction of the modules
are shown in Figure 7 and Figure 8, respectively.

In mode [, the user can download server files and perform calcula-
tions with data received from local files. Mode II allows the user to
remove incorrect data from server files.

The team-work of the two subsystems allows the user to access all the
functionality developed within the framework of the considered
IDPS. In this case, the configuration W3 takes place. It implements
four possible modes of operation. Since the modes I, I, III coincide
with the operating modes of the configurations W1 and W2, we will
discuss in more detail only the IV mode of operation of configurations
Y3 (Figure 9.).

In the IV mode of the configuration W3, the user has access to all pos-
sible operations: merge files, upload files to the server and download
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them from the server, perform calculations with data from local files,
and delete incorrect data from server files.

In this system, the configuration mechanism was used as a means of
adapting the software system to the tasks being solved. Due to the
reorganization of the structure of the system through the formation of
configurations from dedicated modules, it became possible to differ-
entiate the availability of the system functionality for different catego-
ries of users without making changes to the program code.

Data Validation DataAccess |, Storage
Module Module Module
Input data Data Calculation - Output
Interface Data Calculation
—_— Module module —

Fig. 7. Block diagram of the I mode of the configuration W2 operation

Puc. 7. CtpykTypHas cxeMa pexxuMa | pa6oTel koHburypauuu ¥'2

Data Validation Data Access | | Storage
Module Module Module
Input data pata Calculation Module for Output
— 3 Interface deleting I
Module incorrect data

Fig. 8. Block diagram of the Il mode of the configuration W2 operation

Puc. 8. CtpykTypHas cxema pexxuma Il pa6otsl koHdurypanuu W2

Module for Output
> deleting —
incorrect data
Qutput
|__,|Data Calculation i
Module
Data Validation Data Access . Storage
Module Module L Module
Qutput
Datafusion [~
>
module
Input data Data Fusion Jr
——— > Interface
Module Data Calculation
Interface
Module

Fig. 9. Block diagram of the operation mode IV of the configuration ¥3

Puc. 9. CtpykTypHas cxeMa pexxrMma IV pa6oTbl koHburypanuu ¥3
Conclusion

The article considers the method of configuration modeling, focused
on solving the problems of adaptation of modular software systems.
Configuration modeling makes it possible to create software systems
that adapt to the changing needs of users through an embedded - in-
ternal or independent external software component - the configurator.
The adaptation process is implemented as a result of changing the op-
erating modes of the system modules in accordance with the data flow
received from the external environment. Thanks to the configurator,
the P-system can automatically change its state to the target-oriented
meeting the new requests of a particular user. Theoretical and me-
thodical aspects of the use of the method of configuration modeling
are tested on the example of a complex P-system for data processing.
Positive results were achieved. It should be noted that the proposed
approach to the creation of P-systems dramatically reduces the cost of
their support and maintenance in the process of their operation.
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